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Abstract: To avoid bugs in software products a lot of effort is put into testing. Especially code that
has been modified, is likely to induce new bugs and hence should be tested carefully. By analyzing
coverage reports, test gap analysis assists in finding untested changes. For manual tests these reports
of all tests are often collected in nightly jobs. The analysis then returns aggregated results for them.
To improve efficiency for testers we developed a prototypic tool, which allows testers to get the
fine-grained results of their own tests immediately after they tested a feature. The implementation is
based on JaCoCo as coverage tool. The evaluation showed we can find relevant test gaps with high
precision and recall.
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1 Introduction

Successful software is typically developed once and maintained for a long time. To make
sure any changes to the system do not break existing functionality it is crucial to careful-
ly test those changes. To assist test managers in discovering changes that have not been
tested so far, test gap analysis (TGA) has been introduced by CQSE GmbH. Their soft-
ware Teamscale4 analyzes source code to find code quality defects. Therefore Teamscale
has knowledge about which parts of the code have been changed e.g. to implement a
feature. Additionally, the analysis needs to detect what code gets tested. To do so, pro-
filers run in the background, while the tests are executed. On shutdown of the system a
report is generated. By combining the coverage reports with the knowledge about chan-
ges, untested changes (test gaps) can be found, before they produce bugs in production
environments [Ed13].

Although testing is often automated, a lot of companies still rely on manual testing pro-
cesses [JP16]. In those setups coverage reports of all testers are typically collected on a
nightly basis and presented on an aggregated dashboard the next morning. But extracting
actionable information from those dashboards is time-consuming and inefficient. To im-
prove efficiency for testers and speed up the feedback cycle, we developed a prototypic
tool, which allows testers to get the results of their own tests immediately after a feature
has been tested. To do so we collect and analyze the coverage while the system under test
is still running. The results are then presented on a per-feature basis.
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2 Related Work

In the following the terms feature, change request and issue are used interchangeably and
describe an entry in the issue tracker.

CRC Metric To get a better overview over which feature has low coverage and hence
should be tested with priority, Jakob Rott proposed a metric called Change Request Co-
verage [Ro17]. The metric describes the percentage of the changed methods belonging to
a change request that have been executed. Another insight was that there are some catego-
ries of methods that are typically not interesting for testers like getters, setters, toString
methods etc., which can be excluded automatically.

We implemented the automatic exclusion to evaluate if we thereby miss any relevant me-
thods. Based on that we also implemented the metric similar to CRC metric, but with a
modified formula to consider fine-grained coverage data.

Test gap analysis Our approach is based on the implementation of test gap analysis in
Teamscale [Ju11][JP16]. The analysis is responsible for mapping the changed portions of
code to the coverage data provided by the profilers.
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3 Approach

For our prototype, we used JaCoCo5 to collect coverage data. Hence the JaCoCo agent was
attached to the system under test and instructed to open a TCP interface for communication
with the outside world.

We implemented a CoverageRecorder tool that connects to this interface, handle the report
generation and upload the coverage to Teamscale.

In turn we extended Teamscale to show the collected coverage data on a per-feature basis.

3.1 JaCoCo agent

The JaCoCo agent was attached to the system under test as Java agent by appending the
following options to the program’s VM arguments:

-javaagent:jacocoagent.jar=output=tcpserver

The tcpserver option opens a TCP interface, which allows clients to retrieve coverage
data without the need to stop the running application. The interface offers a command cal-
led dump, which returns everything covered until then and optionally discards the coverage
afterwards (reset). Coverage data is recorded and transmitted in a non-human-readable
format used internally by JaCoCo.

3.2 CoverageRecorder

We implemented the CoverageRecorder as command line tool in Java. It must be invoked
manually after the system under test has been started and connects to the TCP interface of
the JaCoCo agent. Once started it connects with the JaCoCo agent and provides the tester
with commands to reset and upload coverage to Teamscale. This is shown in figure 1.

The reset command makes it possible to explicitly discard code coverage that is executed
during the startup of the system and hence allows to view coverage of a single test. upload
in turn fetches the coverage data without resetting it, generates a report and sends it to
Teamscale to analyze it. This sequence of events is also illustrated in figure 2.

The tool must be configured via a configuration file that contains the following informati-
on:

• The path to the working copy of the system under test. The given directory is scan-
ned for class files, which are needed for the report generation. Furthermore, it ex-
pects a certain feature branch to be checked out. The issue ID is automatically ex-
tracted from the branch name with a regular expression. This means there is no
additional configuration effort needed after the initial setup.

5 http://www.eclemma.org/jacoco/
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Fig. 1: CoverageRecoder interface
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Fig. 2: Sequence diagram

• The tester’s ID, which enables the system to differentiate between distinct testers.
This allows multiple distinct testers to upload coverage for the same feature inde-
pendently.

• Authentication information for Teamscale including the teamscale server URL and
an access token for a user entitled to upload coverage.
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3.3 Teamscale UI enhancement

A common way to visualize coverage data and test gaps of a software system is a treemap.
An example is shown in figure 3. The treemap shows a whole software system. Each of
the small rectangles represents a method. The size of the method corresponds with the size
of the rectangle and methods within the same class are rendered close to each other in a
bigger logical rectangle. Methods drawn in orange color have been changed, red methods
have been added since a defined baseline. These are overlaid by green for methods that
have been executed during testing. This is a very convenient solution to get an overview
of what has been changed since e.g. the last release.

Fig. 3: Treemap

While this is a very convenient solution to get an overview, it is not suitable to show fine-
grained coverage data. Since there already is an issue perspective in Teamscale, which
shows details about modified files and commits made for a specific issue together with
information from the issue itself, it was a straight forward place to integrate information
about methods that have been changed and their corresponding coverage on a per-line
basis. What we came up with is shown in figure 4.

Besides the class and method name, the current line coverage, the absolute number of lines
that are still uncovered and the detected change type are shown. All columns are sortable
and rows are linked to diff views that show the method before work on the feature has
been started in comparison to the most recent code (see figure 5). Methods classified as
non-relevant are displayed in gray. The feature coverage is shown at the top of the table.
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Fig. 4: User interface

Fig. 5: Diff view

Feature coverage The calculation of the feature coverage is illustrated based on the
example methods listed in table 1. Mr is the set of relevant methods.

As proposed by Jakob Rott in his bachelor’s thesis, the CRC is a means to express how
much progress has already been made in testing a change request. The CRC is calculated
as the number of methods that have been executed divided by the total number of methods
that have been changed by the change request.

CRC =
∑m∈Mrd

coveredLines(m)
totalLines(m) e
|Mr|

=
4
4
= 100%

A CRC value of 100% for this sample set would indicate for the tester that the feature
has been tested completely. Even though there is still a decent amount of code untested.
To better reflect the actual progress of testing the change request we adjusted the formula
and named it feature coverage. The feature coverage in contrast to CRC is calculated on a
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Method LOC Covered lines Uncovered lines Line coverage
processRequest 49 20 29 20

49 = 41%
appendExtraInfo 5 5 0 5

5 = 100%
findByName 4 4 0 4

4 = 100%
nullOrToString 3 2 1 2

3 = 66%

Tab. 1: Example methods with line coverage

per-line basis as the line coverage of all relevant methods weighted by their total number
of lines.

Feature coverage =
∑m∈Mr coveredLines(m)

∑m∈Mr totalLines(m)
=

31
61

= 51%

Here the tester can see that 49% of the lines are still uncovered and therefore more testing
is required.

Exclusion of non-relevant methods As Jakob Rott discovered in his bachelor thesis,
there are three kinds of methods that are typically of no interest for testers [Ro17]. These
are getters, methods that are ”too trivial to test”, toString and hashCode methods. To
implement this filter, we generalized those to the following rules:

• Method only contains one single return statement and consists of less than 10
tokens

• Method only contains a sequence of simple assignments and super constructor
calls. Simple assignments are defined as assignment statements with less than 10
tokens out of {THIS, DOT, EQ, NULL, LITERAL, IDENTIFIER, SEMICOLON}.

Methods matching one of these rules are displayed at the bottom of the table in grey color,
and are considered as non-relevant and not included in the feature coverage calculation.

3.4 Current limitations

Since only JaCoCo has been considered as coverage framework, the approach is currently
limited JVM languages even though we only had a look at Java. Nevertheless, the ap-
proach can be applied to other languages, but a shutdown of the system under test may be
necessary after each test to retrieve the coverage data.

Our approach currently relies on a strict naming scheme for the commit messages. All
commits belonging to a feature must contain the ticket ID from the issue tracker. The server
side implementation of the enhanced Teamscale UI also expects the project to follow a
feature-branch-based development strategy to be able to show a diff of the isolated changes
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for one feature. Furthermore, since merge commits do typically not follow the naming
scheme and contain a change set that cannot easily be assigned to a specific ticket ID, they
are excluded from the analysis.

4 Evaluation

4.1 Research questions

RQ1: Do we find the relevant test gaps? We want to find out if the test gaps we find
are relevant, because finding relevant test gaps means potentially spotting bugs before they
get released. We defined that a method is relevant if the tester did classify the missed lines
as test-worthy and therefore performed another test to get it covered.

RQ2: Do we find bugs? Since the main reason for testing is to find bugs the aim was to
analyze if this is possible with the described technique.

RQ3: How useful is the implemented approach? Since test gaps are currently always
visualized as treemaps in Teamscale, we wanted to know if the implemented table format
is a better way to show test gaps for a feature in a finer grained fashion.

4.2 Study objects

The evaluation was done at CQSE GmbH on features that were developed for an upcoming
release of Teamscale itself. It was the easiest way to get in contact with developers and test
the prototype in a real software engineering context to get qualitative feedback. Due to the
lack of a separate testing role, we integrated the study into the usual peer review process,
so that the reviewer ran a manual test of the feature before doing the actual code review.
Teamscale is designed as a client-server application: the front-end is written in JavaScript
and consists of about 90k lines of code, the backend is implemented in Java and comprises
about 650k lines of code. As the coverage analysis was only implemented for Java, features
were selected for the study that mainly contained Java code changes. The selected features
contained an average of 24 changed methods with absolute numbers ranging from 7 to 43.

4.3 Study design

RQ1 To answer RQ1 the reviewers were asked for each test gap that was found during
the manual test if they consider the missed lines as test-worthy. A method was considered
a test gap if it did yield less than 100% coverage. Automatically classified non-relevant
methods have also been inspected by the reviewer.
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RQ2 For RQ2 we noted the bugs found by the reviewers during the tests. Questions that
were asked:

• “Did you find any bug during the review?”

• “If not, do you think you could find bugs using this setup?”

RQ3 RQ3 was qualitatively evaluated via interview questions.

• “Did you get an overview over the feature’s functionality and scope with the tested
user interface?”

• “How much time did it take you to use the tool in addition to testing the feature?”

We only needed qualitative feedback whether it’s worth to further invest in this technique.
Hence we stopped the evaluation after four interviews, since it already became clear that
all participants agreed in the most central questions.

4.4 Results

RQ1: Do we find the relevant test gaps? During the tests, we looked at a total number
of 95 methods. After a first manual test 38 of those methods had less than 100%-line-
coverage whereat 8 of them were classified as not relevant due to the rules listed in the
previous chapter. As test gaps we considered the remaining 30 non-trivial methods with
less than 100% coverage. 23 of those 30 test gaps have been classified by the reviewers as
test-worthy. This yields a precision of 23

30 = 76.6%. The 7 false-positives either fall in the
category “Too trivial to test” or “Too difficult to test” and included edge cases, tests for
null, error handling and error propagation etc. None of the 8 automatically filtered methods
were considered as relevant by the reviewers resulting in a recall of 100%.

Suggested
Relevant Not relevant ∑

Actual Relevant 23 0 23
Not relevant 7 8 15

∑ 30 8 38

Tab. 2: test gap confusion matrix

4 out of the 7 non-relevant methods could have been excluded automatically by introducing
an additional rule, which ignores uncovered lines if they start with the keyword throw.

RQ2: Do we find bugs? The participants did not find any bug during the reviews. On
the one hand methods, which were not fully covered and were therefore marked as test
gaps, obviously received special attention. All reviewers were positive about better finding
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bugs using this technique, because they were forced to consider the code and think about
why a certain set of lines has not been covered. On the other hand, code that was covered
completely during the first run did not receive any additional attention and therefore the
likelihood of finding bugs in there was rated as low.

RQ3: How useful is the implemented UI? Since the selected features contained an
average of 24 changed methods, the tables were small enough to fit on the screen without
scrolling. All reviewers agreed that the table was a good means to get an overview over the
scope of reviewed feature as well as the amount of functionality they have missed during
their first test.

All four participants agreed, that using the CoverageRecorder and the Teamscale UI did
not take them noticeably more time, but one mentioned that he would not have tested that
much without it and therefore it took him longer. But testing more thoroughly should also
be considered as a positive outcome.

Other insights The strategies to find out about what functionality has been implemented,
before starting to test those, varied:

• One participant used the enhanced Teamscale UI to navigate to the changed parts of
the code in the web browser.

• One participant used the enhanced Teamscale UI to find changed or added methods
and looked them up in the IDE afterwards to read the code.

• One participant tried to find the new functionality in the software based on the title
of the reviewed feature by trial and error.

• One participant read the description in the issue tracker to find out what to test.

Besides that we made a few other interesting observations:

• In three of four reviews those manual tests turned out to be especially useful to find
unreachable code. In those cases a static analysis would not have detected the code
as unused.

• Three participants pointed out that it would also be useful for them to show the
coverage results of automated tests in the issue tracker.

• Two participants suggested an additional treemap at the top of the table, which does
not show the whole system, but only methods changed by the feature’s implementa-
tion.

• All participants noticeably enjoyed exploring the reviewed feature, intuitively tried
to get everything covered and stated that this is a ”Pretty cool feature”.
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4.5 Discussion

As the results indicate it can be useful to apply manual testing on a per-feature basis during
development to get earlier feedback about test gaps, which can potentially contain bugs.
Additionally, the approach showed its usefulness in detecting unused code. In those cases,
quick feedback can be especially important, because once the code is part of the system it
is more expensive to remove it. This is also commonly known in software engineering as
Lava-Flow antipattern6.

5 Threats to Validity

This evaluation only had a very limited set of study participants and therefore the results
might not be generalizable.

Another threat is that we only considered the language Java, the software Teamscale and
their developers as study objects. Hence, we didn’t have dedicated testers to do the tests,
but other developers. So, under other circumstances the results may have looked different.

Furthermore we only implemented one UI that seemed to fit for the use case, but we did
not do A/B testing with different approaches, that could have led to other results.

6 Conclusion and Future Work

Our prototype showed that there is a use case for real-time feedback for testing individual
features. But there is still some work left to further develop the prototype, implement im-
provements that have been suggested by the study participants like combining the benefits
of treemaps and the table by showing both below each other. And further studies will be
necessary to validate the results in different technological or organizational environments.
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